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Abstract   

     Requirements elicitation is recognized as one of the most critical activities in the software 

development process as it has an impact on its success. Studies such as the CHAOS Report, a study 

based on The [Standish Group]'s CHAOS Research Project on IT project success rates and project management 

best practices report, indicate that about half of the factors associated with project success are related 

to requirements. Previous studies showed several problems related to requirements elicitation. This 

paper tried to find out the existing requirements models for software projects and how to develop a 

new requirements model for software projects. The requirements system was developed by Visual 

Studio 2019. Online model verification was conducted with 6 experts from the IT industry. After the 

system was developed, it was validated by three developers/programmers from the same industry 

(functional test/white-box testing) and eleven developers (non-functional test/black-box testing). The 

results of the model verification supported the model of requirements. Additionally, the requirements 

system was validated by non-functional test/black-box testing and functional test/white-box testing. 

Keywords: Requirements elicitation, System development life cycle (SDLC), Model verification, 

Model validation 

 

1. Introduction 

     As it directly affects the success of the System development life cycle (SDLC), the new seven 

phases of SDLC include planning, analysis, design, development, testing, implementation, and 

maintenance. Requirements elicitation is seen as one of the most crucial processes [1]. According to 

Bohem [2,3], requirements elicitation is the first and most important phase in the requirements 

engineering process. If it is done incorrectly, low-quality products, late deliveries, and large prices 

will result. The Standish Group Report [4] states that there were more unsuccessful initiatives in 2006, 

2008, and 2010 than there were in those years. A list of project failure-causing factors is defined in 

this paper. Additionally, one of the main issues with the most significant percentage (13.1%) is an 

incomplete requirement. The report also describes the three main reasons for project success, which 

are user involvement, executive management support, and a clear statement of requirements [5]. 
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The Software Engineering Body of Knowledge (SWEBOK) [6] states that the requirements 

collecting, analysis, design, architecture, implementation, and maintenance phases make up the 

software development process. The first and most crucial step is gathering requirements [7]. Since 

requirements describe what the system should accomplish, the services it should provide, and the 

constraints on how it can operate, they reflect user demands [8]. Requirements engineering is the 

broad field of activities and methods used to comprehend requirements. It entails identifying the 

objectives, demands, and expectations of stakeholders and sharing them with the developers [9]. 

Loucopoulos et al. [10] define requirements Elicitation as the process of acquiring all relevant 

knowledge to produce a requirements model of a problem in a specific domain.  

According to Borland [11], elicitation is the ability to work collaboratively with stakeholders to 

discover the current product needs and agree upon the vision and goals of the proposed project. 

According to the SWEBOK [12], this task is broken down into two activities: Requirements sources 

and Elicitation techniques. On the other hand, Pohl [13] defines the requirements elicitation as a core 

activity of the requirements engineering, which consists of: 

(1) Identify sources of the relevant requirements, (2) Identify the requirements of these sources, and 

(3) Develop new requirements. Mulla et al. [14] define the process of requirements elicitation as 

follows: (1) Identify requirements sources, 

(2) Collect the wish list for each corresponding part, (3) Document and Refine the wish list, (4) 

Integrate the wish lists with the various stakeholders, and (5) determine the non-functional 

requirements. 

According to [4], all projects begin with a statement of requirements. Requirements are descriptions 

of how a software product should perform. They typically refer to some aspect of a new or enhanced 

product or service.  

The widely cited IEEE 610.12-1990 standard [15] defines a requirement as: 

(1) A condition or capability needed by a user to solve a problem or achieve an objective, 

(2) A condition or capability that must be met or possessed by a system or system component to 

satisfy a contract, standard, specification, or other formally imposed documents, A documented 

representation of a condition or capability as in (1) or (2). 

For a project to be successful, the criteria must be of high quality [16]. However, eliciting 

requirements is not a simple task. This work is complex and contradictory due to user and analyst 

viewpoints, mental models, and expectation mismatches. The clients' true needs are frequently not 

fully understood by them [17]. Others don't have current work processes that match what management 

wants. By introducing Athena, it is a serverless, interactive analytics service built on open-source 

frameworks that support open-table and file formats. Athena provides a simplified, flexible way to 

analyze petabytes of data where it lives. A method based on shared knowledge that builds system 

requirements incrementally from a narrative of user stories to the description of use cases, we attempt 

to address these issues. Athena is a method for cooperatively gathering requirements. It is built on 

group storytelling, in which participants share tales about the present and previous systems that 

underpin a particular activity. The stories are merged to form a single story. Stories are then 

transformed into scenarios and from scenarios to use cases. My solution consists of a knowledge 

model based on stories about the system, a collective construction method, and a tool to support 

interactions. We have conducted experimental analyses to show the effectiveness of the proposed 

approach [18]. 

Studies done in the past revealed several issues with needs elicitation. This one is a complicated 
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process that involves all available information, including some familiarity with prior systems, 

according to Laporti et al. [17]. According to the study by Zhang et al. [19], inadequate and unclear 

requirements elicitation was one of the reasons projects failed, along with the wrong project scope. 

According to Mulla et al. [14], the work of eliciting requirements is challenging, particularly in large 

software projects with an abundance of stakeholders and information overload. However, the existing 

methods are not suitable for large projects [20]. Atladottir et al. [21] argue that considering users as 

a primary source of information leads to a favorable product. Whereby Meth et al. [22] argue that 

"Automation" is at the top of the wish list of most software developers and that "Identifying user 

needs" is not performed efficiently. 

As a result, numerous literature reviews have been conducted in light of the significance of the impact 

of requirements elicitation on the success of software projects, including the work of Pacheco et al. 

[23], who reviewed methods to identify stakeholders, Carrillo et al. [24], and Meth et al. [22], who 

reviewed tools supports the requirements elicitation process. 

The following is how the paper is structured: The first section is an introduction, which includes the 

related work as documented in the literature. The research technique and process are presented in 

section 2; the main contribution of this paper is to develop a new requirements model for software 

projects. The requirements system was developed by Visual Studio 2019. The system development 

is presented in section 3, and the results and discussions are explored in section 4. Section 5 concludes 

with a summary of the findings and recommendations for future research. 

 

2.  Research Method 

     The stages were modified to meet the research issues posed in the study. The method for choosing 

the papers was to review the literature, which listed the articles used in this study. The second stage 

involved identifying the theoretical frameworks that had been used in the literature to establish the 

current requirements model for software projects. In the third stage, the models that already existed 

were filtered before being used for classification in the fourth stage. 

Figure 1 shows how the procedure for choosing papers involved leveraging five databases to compile 

studies on requirements models for software projects. The selection process was carried out in 

accordance with related advancements in the literature. To gather the research papers used for this 

study, it was necessary to use the top internet databases (Scopus, Science Direct, IEEE Xplore, 

Springer, and Emerald). 

We filed the research papers according to qualification criteria, such as publication period and the 

context of the paper.  

Because of the selection approach and context they followed, the researchers were able to locate 

numerous study publications without encountering the problem of duplication. This can help 

academic scholars understand the significance of high-quality papers even more. For example, papers 

that did not meet the eligibility requirements were not given further consideration. 

 These articles include reports, white papers, survey studies, short papers, and papers for conferences. 

Figure 2 provides a more detailed description of the search and selection procedure and the query 

used during it. 



IHJPAS. 2024, 37( 3 ) 

421 
 

 
Figure 1. Paper selection methodology 
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Figure 2. Papers search results 

 

2.1. Requirement model verification 

     Six IT industry professionals conducted a professional evaluation of the model to confirm its 

validity. According to [25], three expert reviews are the required minimum. Two experts received a 

draft of the expert review (the first one in English and the second in questionnaire form). The expert 

evaluation was finished, and the findings were reviewed. Expert input enhanced the model. 

2.2. Requirement model validation  

     Black-box testing, also known as non-functional testing, is carried out by software companies to 

evaluate a system's utility and usability (can I operate it? ), as well as its dependability (is it 

consistently accurate? and how long it takes to fix), performance (does it meet its constraints with 

regard to response time or space requirements), robustness (does the system inform the user with a 

message if data do not comply to what was expected? ), and correctness (does it do what I want?) 

After using the Requirements system, 11 developers were given a questionnaire [26,27]. Some of the 

questionnaires' questions, which were modified from [28] and originally from [29], questioned 

developers on how simple it was to complete activities using the system. The survey uses a Likert 

scale as its foundation (strongly agree, agree, neither agree or disagree, disagree, strongly disagree). 

The assessment measures the system's utility/usability, reliability, resilience, performance, and 

correctness using 10 questions and a five-point Likert-type rating scale (ranging from "strongly 

disagree" to "strongly agree"). In the same organization, three other developers/programmers examine 

the system's functionality through "white-box" testing, which involves looking at the system's 

implementation-related code, internal logic, conditions, and loop structures. 

 

3. Requirement Model Design 

     This system was created with Visual Studio 2019. The essential elements that will influence how 

the requirements system and user interact are entering the requirements system, entering project-

related keywords, selecting the associated project, and then departing the system. 

3.1. The component diagram 

     Models are defined by the unified modeling language (UML), which includes analysis, design, 

and implementation models. However, you are not required to establish or keep up with three models 

for a single application. A component diagram is an example of a diagram you might find in an 

implementation model; the component diagram is a diagram used in UML. Here, the author uses this 

diagram as the others did in other research papers [30,31]. An illustration of the component parts is a 
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component diagram (think symbols). A component schematic is shown in Figure 3. It is crucial to 

list all necessary system users together with the duties they carry out. 

 

 
Figure 3. Requirements system component diagram 

 

3.2. The sequence diagrams 

     A sequence diagram, which models a single flow across the system's objects, displays the classes 

along the top and the messages sent between those classes [30]. It shows the communications that 

take place between users and requirements management systems. By following the order of the 

messages from top left to bottom right, as illustrated above in Figure 4, a sequence diagram suggests 

a temporal ordering [31]. 
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Figure 4. Requirements system sequence diagram 

 

4. Requirement Model Implementation 

     The analysis and design processes determined which shape and design was chosen and 

implemented for the requirements system, which is available in a range of sizes and configurations. 

Users were asked to test out the system and give input on accessibility testing so that they could 

provide reasonable assistance. Figure 5 shows a requirements system user interface and a 

requirements system sequence diagram. 

 
Figure 5. Requirements system user interface 
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5. Results And Discussion 

5.1. Results of requirement model verification 

     The draft of an expert questionnaire interview was amended after being forwarded to two experts 

in questionnaire design and the English language. Six IT sector professionals were sent the model 

and the expert questionnaire interview for verification. The results were studied. The data support 

experts' opinion that the proposed paradigm is applicable. The experts also concur that the suggested 

model is applicable, thorough, understandable, accurate, and coherent. 

5.2. Results of requirement validation 

     Non-functional/black-box testing is carried out at a software company. After using the 

requirements system, 11 developers were asked to complete an online survey. The facts discovered. 

After reviewing the data, 81.2 percent of respondents said they would want to use the requirements 

system in response to item 1, which is related to usability. Item 2, with 81.2 percent of respondents 

strongly agreeing, states that the requirements system is correct and takes little time to repair, which 

is related to system efficiency." Because this is a negative issue, users' responses to "strongly 

disagree" (81.2%) and "disagree" (18.8%) are high ("The requirements system does not provide the 

user with a message if data do not comply to what was intended"). “Strongly disagree” (81.8 percent) 

and “disagree” (81.2 percent) were similarly used by respondents for question 6, which is related to 

system correctness (“The requirements system do not do what I want”) (18.8 percent). 

In conclusion, does the system notify the user when the data does not match what was anticipated. 

Users commended the robustness of the system. The system satisfies its reaction time or space 

demands limits, as shown in Item 10 of the list. The system is useful/usable, dependable, resilient, 

performs well, and is correctness, according to the results of the ten non-functional test/black-boxing 

aspects. The functional test/white-box testing was carried out by three developers/programmers from 

the same company, who verified the code, the software's basic logic, conditions, and loop structures. 

 

6. Conclusion 

     A literature review was lastly conducted to underline the requirements and challenges associated 

with software projects. The requirements system was also created to raise the success rate of software 

projects. Literature reviews have been conducted considering the significance of the impact of 

requirements elicitation on the success of software projects. Finally, the requirements system was 

developed by Visual Studio 2019. More research is required to add functionality to the requirements 

management system and add more features to the existing system. 
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